**Part C - Class Relationships**  
  
**Inheritance and Inclusion Polymorphism**  
  
Model generalization and specialization using inheritance hierarchies  
Model polymorphic behavior using interfaces and virtual functions

*"Abstract interfaces help you focus on getting an abstraction right without muddling it with implementation or state management details." Sutter, Alexandrescu (2005).*

[Inheritance Basics](https://ict.senecacollege.ca/~oop345/pages/content/inher.html#abs) | [Inclusion Polymorphism](https://ict.senecacollege.ca/~oop345/pages/content/inher.html#pol) | [Liskov Substitution Principle](https://ict.senecacollege.ca/~oop345/pages/content/inher.html" \l "lis) | [Exercises](https://ict.senecacollege.ca/~oop345/pages/content/inher.html#exe)

Relationships between classes can exhibit various degrees of coupling.  Inheritance is the tightest possible relationship between classes.  It is the most highly coupled and is defined in hierarchical terms and supports both abstraction and polymorphism.  A derived class in an inheritance hierarchy includes the entire structure of its base class and only defines those additional features that specialize its base class.  Over the life-cycle of a class hierarchy, programmers add features that specialize the hierarchy further.  This simplifies the development process throughout the life cycle of the hierarchy.  Such reuse of the base class improves substitutability incrementally and constructively.  An abstract base class exposes the structure common to all classes in the hierarchy.  The Liskov Substitution Principle ensures that the behaviors of the derived classes do not violate constraints on the base classes.

This chapter reviews inheritance of single lineage and the role of an abstract base class as the interface to a class hierarchy.  This chapter also reviews inclusion polymorphism, which distinguishes the functionality of different classes in a hierarchy through type-specific virtual functions.  This chapter concludes with a brief discussion of the substitution principle that ensures proper design of inheritance hierarchies.  Inheritance of multiple lineages is covered in a later chapter entitled [Multiple Inheritance](https://ict.senecacollege.ca/~oop345/pages/content/mult_.html).

**INHERITANCE BASICS**

Inheritance is a relationship between user-defined types.  These types may be:

* concrete types - their representation is part of their definition and is known
* abstract types - their representation is not part of their definition and is unknown

**Abstract and Concrete Classes**

An abstract class defines an interface to an inheritance hierarchy.  It is an incomplete class in the hierarchy.  We complete its implementation by deriving a new class that adds the missing details.  We cannot create an instance of an abstract class.  We call the complete class a *concrete* class.

![abstract and concrete classes](data:image/png;base64,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)

As an example of an abstract base class, consider the **Shape** class defined below.  A **Shape** has a volume.

|  |
| --- |
| **#ifndef SHAPE\_H**  **#define SHAPE\_H**  **// A Shape**  **// Shape.h**  **class Shape {**  **public:**  **virtual double volume() const = 0;**  **};**  **#endif** |

The pre-processor guard ensures that the **Shape** class is only defined once in a translation unit.  Once **SHAPE\_H** has been defined, any **include** directive that attempts to insert the class definition skips the definition.  This implements the one-definition rule of C++.

This abstract class identifies the member function that the hierarchy exposes to its clients and guarantees to deliver to its clients.  The signature of the pure virtual function identifies the exposed member function uniquely.  The assignment to **0** identifies the function as undefined or *pure*.

**Completing an Abstract Class**

A **Shape** object has volume.  To instantiate a **Shape** object, we need to identify this geometric property.  We do so by deriving a concrete class from the abstract **Shape** class.  The derived class contains the geometric properties needed to determine its volume.  Since the derived class includes the missing geometric properties and the definition of the object's volume, we can create instances of the derived class.

Consider an inheritance hierarchy that is built around the **Shape** class and consists of two derived classes named **Cube** and **Sphere**.  Each **Shape** has its own calculation of volume.
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Each derived class - **Cube** and **Sphere** - defines its **volume()** with its own query:

|  |  |
| --- | --- |
| **// A Cube**  **// Cube.h**  **#include "Shape.h"**  **class Cube : public Shape {**  **double len;**  **public:**  **Cube(double);**  **double volume() const;**  **};** | **// A Sphere**  **// Sphere.h**  **#include "Shape.h"**  **class Sphere : public Shape {**  **double rad;**  **public:**  **Sphere(double);**  **double volume() const;**  **};** |

The implementation files - **Cube.cpp** and **Sphere.cpp** - define the volume calculation:

|  |  |
| --- | --- |
| **// A Cube**  **// Cube.cpp**  **#include "Cube.h"**  **Cube::Cube(double l) : len{l} {}**  **double Cube::volume() const {**  **return len \* len \* len;**  **}** | **// A Sphere**  **// Sphere.cpp**  **#include "Sphere.h"**  **Sphere::Sphere(double r) : rad{r} {}**  **double Sphere::volume() const {**  **return 4.18879 \* rad \* rad \* rad;**  **}** |

**Application**

The following example calculates the volume of any **Shape** in the hierarchy.  The user selects the **Shape** and enters the required dimension.  The results for two separate runs are shown on the right:

|  |  |
| --- | --- |
| **// Shape Hierarchy**  **// Shape.cpp**  **#include <iostream>**  **#include "Cube.h"**  **#include "Sphere.h"**  **void displayVolume(const Shape\* shape) {**  **if (shape)**  **std::cout << shape->volume() << std::endl;**  **else**  **std::cout << "error" << std::endl;**  **}**  **Shape\* select() {**  **Shape\* shape;**  **double x;**  **char c;**  **std::cout << "s (sphere), c (cube) : ";**  **std::cin >> c;**  **if (c == 's') {**  **std::cout << "dimension : ";**  **std::cin >> x;**  **shape = new Sphere(x);**  **} else if (c == 'c') {**  **std::cout << "dimension : ";**  **std::cin >> x;**  **shape = new Cube(x);**  **} else**  **shape = nullptr;**  **return shape;**  **}**  **int main() {**  **Shape\* shape = select();**  **displayVolume(shape);**  **delete shape;**  **}** | **First run :**  **-----------**  **s (sphere), c (cube) : s**  **dimension : 1**  **4.18879**  **Second run :**  **------------**  **s (sphere), c (cube) : c**  **dimension : 2**  **8**  **Third run :**  **-----------**  **s (sphere), c (cube) : d**  **error** |

Adding another derived class to the **Shape** hierarchy will only require an upgrade to the **select()** function.  **displayVolume()** and **main()** work with the interface directly and are sufficiently general not to require any upgrade.

**Good Design Practice**

Including the header files for the **Cube** class and the **Sphere** class in **Shape.cpp** would lead to a multiple definition of the **Shape** class if the pre-processor guard was omitted.

It is common design practice to wrap each header file in its own pre-processor guard directives.

**INCLUSION POLYMORPHISM**

**Polymorphic Objects**

A polymorphic object is an object that can have different types throughout its lifetime.  Consider the function named **displayVolume()** in the **Shape.cpp** example above.

|  |
| --- |
| **void displayVolume(const Shape\* shape) {**  **if (shape)**  **std::cout << shape->volume() << std::endl;**  **else**  **std::cout << "error" << std::endl;**  **}** |

The identifier **shape** receives the address of a polymorphic object.  In order to determine which function definition of the **Shape** hierarchy to call in calculating the volume of the object, the identifier needs to know the dynamic type of the object to which the identifier is attached.  (**Shape** is the static type.)

C++ supplies the dynamic type at run-time.

Problems that arise with dynamic typing include:

* determining the dynamic type in copying a polymorphic object to another polymorphic object
* specializing an operation for a dynamic type
* excluding a specific type from most derived selection

**Copying Operations**

Copying a polymorphic object at different stages of execution requires knowledge of its dynamic type.  In order to allocate memory for the copy, the run-time needs to know the dynamic type at the moment of copying.  For example, the following **copy** function needs to know which constructor to call - **Cube** or **Sphere**:

|  |
| --- |
| **// Copy a Shape Object**  **// copy\_shape.cpp**  **#include "Shape.h"**  **Shape\* copy(Shape\* original) {**  **Shape\* copy = new ???? (original);**  **return copy;**  **}** |

To determine the dynamic type at run-time we can define a cloning member function for each concrete class in the hierarchy.

Let us upgrade the **Shape** interface to expose a **clone()** member function from the hierarchy.  This member function returns the address of a copy of the object created using its current dynamic type. :

|  |
| --- |
| **#ifndef SHAPE\_H**  **#define SHAPE\_H**  **// Polymorphic Objects - Cloning**  **// Shape.h**  **class Shape {**  **public:**  **virtual double volume() const = 0;**  **virtual Shape\* clone() const = 0;**  **};**  **#endif** |

The definition of each concrete class declares the **clone()** member function:

|  |  |
| --- | --- |
| **// Polymorphic Objects - Cloning**  **// Cube.h**  **#include "Shape.h"**  **class Cube : public Shape {**  **double len;**  **public:**  **Cube(double);**  **double volume() const;**  **Shape\* clone() const;**  **};** | **// Polymorphic Objects - Cloning**  **// Sphere.h**  **#include "Shape.h"**  **class Sphere : public Shape {**  **double rad;**  **public:**  **Sphere(double);**  **double volume() const;**  **Shape\* clone() const;**  **};** |

The **Cube** and **Sphere** implementation files define the different versions of the **clone()** member function:

|  |  |
| --- | --- |
| **// Polymorphic Objects - Cloning**  **// Cube.cpp**  **#include "Cube.h"**  **Cube::Cube(double l) : len(l) {}**  **Shape\* Cube::clone() const {**  **return new Cube(\*this);**  **}**  **double Cube::volume() const {**  **return len \* len \* len;**  **}** | **// Polymorphic Objects - Cloning**  **// Sphere.cpp**  **#include "Sphere.h"**  **Sphere::Sphere(double r) : rad(r) {}**  **Shape\* Sphere::clone() const {**  **return new Sphere(\*this);**  **}**  **double Sphere::volume() const {**  **return 4.18879 \* rad \* rad \* rad;**  **}** |

Each member function creates a copy of the object by calling the copy constructor for the relevant dynamic type.

The following program uses the **clone()** member function to copy the current dynamic type and return the address of the copy.  The results of two runs are shown on the right:

|  |  |
| --- | --- |
| **// Polymorphic Objects - Cloning**  **// cloning.cpp**  **#include <iostream>**  **#include "Cube.h"**  **#include "Sphere.h"**  **void displayVolume(const Shape\* shape) {**  **if (shape)**  **std::cout << shape->volume() << std::endl;**  **else**  **std::cout << "error" << std::endl;**  **}**  **Shape\* select() {**  **Shape\* shape;**  **double x;**  **char c;**  **std::cout << "s (sphere), c (cube) : ";**  **std::cin >> c;**  **if (c == 's') {**  **std::cout << "dimension : ";**  **std::cin >> x;**  **shape = new Sphere(x);**  **} else if (c == 'c') {**  **std::cout << "dimension : ";**  **std::cin >> x;**  **shape = new Cube(x);**  **} else**  **shape = nullptr;**  **return shape;**  **}**  **int main() {**  **Shape\* shape = select();**  **Shape\* clone = shape->clone();**  **displayVolume(shape);**  **displayVolume(clone);**  **delete clone;**  **delete shape;**  **}** | **First run :**  **-----------**  **s (sphere), c (cube) : s**  **dimension : 1**  **4.18879**  **Second run :**  **------------**  **s (sphere), c (cube) : c**  **dimension : 2**  **8** |

**Specializing an Operation for a Dynamic Type (Optional)**

An operation with a polymorphic operand requires knowledge of its dynamic type.  In order to determine which concrete type to invoke the run-time needs to know the object's dynamic type.  A *dynamic cast* returns this type.

Let us upgrade the **Shape** interface to expose a member function for comparing objects.  This function receives the address of an object and return true if the object has the same properties as the current object:

|  |
| --- |
| **#ifndef SHAPE\_H**  **#define SHAPE\_H**  **// Polymorphic Objects - Dynamic Cast**  **// Shape.h**  **class Shape {**  **public:**  **virtual double volume() const = 0;**  **virtual void display() const = 0;**  **virtual bool operator==(const Shape&) const = 0;**  **};**  **#endif** |

The member function will have different definitions in different derived classes and will require access to the instance variables.

We declare the member function in the definitions of the **Cube** and **Sphere** classes:

|  |  |
| --- | --- |
| **// Polymorphic Objects - Dynamic Cast**  **// Cube.h**  **#include "Shape.h"**  **class Cube : public Shape {**  **double len;**  **public:**  **Cube(double len);**  **void display() const;**  **double volume() const;**  **bool operator==(const Shape&)**  **const;**  **};** | **// Polymorphic Objects - Dynamic Cast**  **// Sphere.h**  **#include "Shape.h"**  **class Sphere : public Shape {**  **double rad;**  **public:**  **Sphere(double);**  **void display() const;**  **double volume() const;**  **bool operator==(const Shape&)**  **const;**  **};** |

We define the member function in the **Cube** and **Sphere** implementation and use the **dynamic\_cast** template to cast the address received from a **Shape\*** type to the object's dynamic type:

|  |  |
| --- | --- |
| **// Polymorphic Objects - Dynamic Cast**  **// Cube.cpp**  **#include <iostream>**  **#include "Cube.h"**  **Cube::Cube(double l) : len(l) { }**  **void Cube::display() const {**  **std::cout << "length = " <<**  **len << std::endl;**  **}**  **double Cube::volume() const {**  **return len \* len \* len;**  **}**  **bool Cube::operator==(const Shape& s)**  **const {**  **const Cube\* c =**  **dynamic\_cast<const Cube\*>(&s);**  **return c ? len == c->len : false;**  **}** | **// Polymorphic Objects - Dynamic Cast**  **// Sphere.cpp**  **#include <iostream>**  **#include "Sphere.h"**  **Sphere::Sphere(double r) : rad(r) { }**  **void Sphere::display() const {**  **std::cout << "radius = " <<**  **rad << std::endl;**  **}**  **double Sphere::volume() const {**  **return 4.18879 \* rad \* rad \* rad;**  **}**  **bool Sphere::operator==(const Shape& s)**  **const {**  **const Sphere\* c =**  **dynamic\_cast<const Sphere\*>(&s);**  **return c ? rad == c->rad : false;**  **}** |

Casting from the abstract **Shape\*** type to a concrete **Cube&** or **Sphere&** type enables access to a complete object.  Without the dynamic cast, the compiler reports an error that the instance variable is not a member of the **Shape** class:

|  |
| --- |
| **bool Cube::operator==(const Shape& s) const {**  **return len == s.len; // ERROR because len is not a member of Shape**  **}** |

Receiving the address of a **Cube** or **Sphere** object directly admit the definition but generates an error that the object is incomplete since **bool operator==(const Shape&) const** has yet to be defined:

|  |
| --- |
| **bool Cube::operator==(const Cube& s) const {**  **return len == s.len; // ERROR because Cube is not concrete**  **}** |

In the following program the user can compare two **Shape** objects.  The results for three runs are shown on the right:

|  |  |
| --- | --- |
| **// Polymorphic Objects - Dynamic Cast**  **// dynamic\_casting.cpp**  **#include <iostream>**  **#include "Cube.h"**  **#include "Sphere.h"**  **Shape\* select() {**  **Shape\* shape;**  **double x;**  **char c;**  **std::cout << "s (sphere), c (cube) : ";**  **std::cin >> c;**  **if (c == 's') {**  **std::cout << "dimension : ";**  **std::cin >> x;**  **shape = new Sphere(x);**  **} else if (c == 'c') {**  **std::cout << "dimension : ";**  **std::cin >> x;**  **shape = new Cube(x);**  **} else**  **shape = nullptr;**  **return shape;**  **}**  **int main() {**  **Shape\* s1 = select();**  **Shape\* s2 = select();**  **s1->display();**  **s2->display();**  **if (\*s1==\*s2)**  **std::cout << "Same" << std::endl;**  **else**  **std::cout << "Different" << std::endl;**  **delete s1;**  **delete s2;**  **}** | **First Run**  **---------**  **s (sphere), c (cube) : c**  **dimension : 21**  **s (sphere), c (cube) : c**  **dimension : 21**  **length = 21**  **length = 21**  **Same**  **Second Run**  **----------**  **s (sphere), c (cube) : s**  **dimension : 20**  **s (sphere), c (cube) : s**  **dimension : 21**  **radius = 20**  **radius = 21**  **Different**  **Third Run**  **---------**  **s (sphere), c (cube) : s**  **dimension : 20**  **s (sphere), c (cube) : c**  **dimension : 20**  **radius = 20**  **length = 20**  **Different** |

**Dynamic Type Identification (Optional)**

Polymorphic objects can be interrogated for thier type, where type specific coding is necessary beyond the virtual mechanism provided by the language.  C++ supports run-time type identification (RTTI) for identifying a polymorphic object's dynamic type.

In the following example, the **show()** function calls the **display()** function on all concrete classes except for objects of type **C**.  The **typeid()** operator receives either an object, a pointer to an object, or an expression and returns a reference to a **type\_info** object that holds type information.  **type\_info** is defined in the header file **<typeinfo>**:

|  |  |
| --- | --- |
| **// Polymorphic Objects - RTTI**  **// rtti.cpp**  **#include <typeinfo> // for typeid**  **#include <iostream>**  **class A {**  **int x;**  **public:**  **A(int a) : x(a) {}**  **virtual void display() const {**  **std::cout << x << std::endl;**  **}**  **};**  **class B : public A {**  **int y;**  **public:**  **B(int a, int b) : A(a), y(b) {}**  **void display() const {**  **A::display();**  **std::cout << y << std::endl; }**  **};**  **class C : public B {**  **int z;**  **public:**  **C(int a = 4, int b = 6, int c = 7) :**  **B(a, b), z(c) {}**  **void display() const {**  **B::display();**  **std::cout << z << std::endl; }**  **};**  **// show calls display() on all types except C**  **//**  **void show(const A\* a) {**  **C cref;**  **if (typeid(\*a) != typeid(cref)) {**  **a->display();**  **} else**  **std::cout << typeid(cref).name() <<**  **" objects are private" << std::endl;**  **}**  **int main() {**  **A\* a[3];**  **a[0] = new A(3);**  **a[1] = new B(2, 5);**  **a[2] = new C(4, 6, 7);**  **for(int i = 0; i < 3; i++)**  **show(a[i]);**  **for(int i = 0; i < 3; i++)**  **delete a[i];**  **}** | **3**  **2**  **5**  **class C objects are private** |

Note how we determine the type by comparing **typeid(\*a)** with **typeid(cref)**.  The **name()** query on **typeid()** returns the address of a C-style null-terminated string that holds some description of the type name.  The description itself is implementation dependent.

**LISKOV SUBSTITUTION PRINCIPLE**

The Liskov Substitution Principle states that "a function that uses pointers or references to base classes must be able to use objects of derived classes without knowing it".  In other words, we should model our classes on their behaviors not their properties and model our data based on properties and not on behaviors.

**The Correct Design**

The classical example involves a square and a rectangle.  Each is a kind of the other, but only one design ensures substitutability.  That is, a rectangle is less abstract than a square: a rectangle should be derived from a square, since the rectangle adds a new measurement.  This design is illustrated in the following 2 programs.

**The Initial Design** version is:

|  |  |
| --- | --- |
| **// Liskov Substitution Principle**  **// liskov\_square.cpp**  **#include <iostream>**  **class Square {**  **double width;**  **public:**  **void setWidth(double w) { width = w; }**  **double getWidth() const { return width; }**  **};**  **void set(Square& s, double d) {**  **s.setWidth(d);**  **}**  **int main() {**  **Square s;**  **s.setWidth(20.0);**  **std::cout << "Square : " << s.getWidth() << std::endl;**  **set(s, 15.0);**  **std::cout << "Square : " << s.getWidth() << std::endl;**  **}** | **Square : 20**  **Square : 15** |

**The Upgraded Design**

|  |  |
| --- | --- |
| **// Liskov Substitution Principle - Rectangle**  **// liskov\_rectangle.cpp**  **#include <iostream>**  **class Square {**  **double width;**  **public:**  **void setWidth(double w) { width = w; }**  **double getWidth() const { return width; }**  **};**  **class Rectangle : public Square {**  **double height;**  **public:**  **void setHeight(double h) { height = h; }**  **double getHeight() const { return height; }**  **};**  **void set(Square& s, double d) {**  **s.setWidth(d);**  **}**  **int main() {**  **Square s;**  **s.setWidth(20.0);**  **std::cout << "Square : " << s.getWidth() << std::endl;**  **Rectangle r;**  **r.setWidth(10.0);**  **r.setHeight(30.0);**  **std::cout << "Rectangle : " << r.getWidth() << ", "**  **<< r.getHeight() << std::endl;**  **set(s, 15.0);**  **std::cout << "Square : " << s.getWidth() << std::endl;**  **set(r, 25.0);**  **std::cout << "Rectangle : " << r.getWidth() << ", "**  **<< r.getHeight() << std::endl;**  **}** | **Square : 20**  **Rectangle : 10, 30**  **Square : 15**  **Rectangle : 25, 30** |

The upgraded version adds a new dimension for the rectangle without changing any of the original code:

**An Incorrect Design**

Consider the alternative design, based on the fact that a square is a rectangle with certain properties: equal sides.

**The Initial Design**

Consider the initial program as one for a rectangle.

|  |  |
| --- | --- |
| **// Liskov Substitution Principle - Rectangle**  **// liskov\_rectangle\_.cpp**  **#include <iostream>**  **class Rectangle {**  **double width;**  **double height;**  **public:**  **void setWidth(double w) { width = w; }**  **void setHeight(double h) { height = h; }**  **double getWidth() const { return width; }**  **double getHeight() const { return height; }**  **};**  **void set(Rectangle& r, double d) {**  **r.setWidth(d);**  **}**  **int main() {**  **Rectangle r;**  **r.setWidth(10.0);**  **r.setHeight(30.0);**  **std::cout << "Rectangle : " << r.getWidth()**  **<< ", " << r.getHeight() << std::endl;**  **set(r, 25);**  **std::cout << "Rectangle : " << r.getWidth()**  **<< ", " << r.getHeight() << std::endl;**  **}** | **Rectangle : 10, 30**  **Rectangle : 25, 30** |

**The Upgraded Design**

If we add a square, derive it from a rectangle and ensure that the invariant of the square is maintained (equal sides), we need to add **virtual** to the original design (that is, change the original design):

|  |  |
| --- | --- |
| **// Liskov Substitution Principle - Square from Rectangle**  **// liskov\_square\_.cpp**  **#include <iostream>**  **class Rectangle {**  **double width;**  **double height;**  **public:**  **virtual void setWidth(double w) { width = w; }**  **virtual void setHeight(double h) { height = h; }**  **double getWidth() const { return width; }**  **double getHeight() const { return height; }**  **};**  **class Square : public Rectangle {**  **public:**  **void setWidth(double s) {**  **Rectangle::setWidth(s);**  **Rectangle::setHeight(s);**  **}**  **void setHeight(double s) {**  **Rectangle::setWidth(s);**  **Rectangle::setHeight(s);**  **}**  **};**  **void set(Rectangle& r, double d) {**  **r.setWidth(d);**  **}**  **int main() {**  **Square s;**  **s.set(20.0);**  **std::cout << "Square : " << s.getWidth() << std::endl;**  **Rectangle r;**  **r.setWidth(10.0);**  **r.setHeight(30.0);**  **std::cout << "Rectangle : " << r.getWidth()**  **<< ", " << r.getHeight() << std::endl;**  **set(s, 15.0);**  **std::cout << "Square : " << s.getWidth() << std::endl;**  **set(r, 25.0);**  **std::cout << "Rectangle : " << r.getWidth()**  **<< ", " << r.getHeight() << std::endl;**  **}** | **Square : 20**  **Rectangle : 10, 30**  **Square : 15**  **Rectangle : 25, 30** |

**The Design is Still Flawed**

Consider the following initial program for a rectangle.

|  |  |
| --- | --- |
| **// Liskov Substitution Principle - Rectangle**  **// liskov\_rectangle\_\_.cpp**  **#include <iostream>**  **class Rectangle {**  **double width;**  **double height;**  **public:**  **virtual void setWidth(double w) { width = w; }**  **virtual void setHeight(double h) { height = h; }**  **double getWidth() const { return width; }**  **double getHeight() const { return height; }**  **};**  **void set(Rectangle& r) {**  **r.setWidth(3);**  **r.setHeight(4);**  **if(r.getWidth() \* r.getHeight() != 12)**  **std::cerr << "\* volume isn\'t 12 \*\n";**  **}**  **int main() {**  **Rectangle r;**  **r.setWidth(10.0);**  **r.setHeight(30.0);**  **std::cout << "Rectangle : " << r.getWidth()**  **<< ", " << r.getHeight() << std::endl;**  **set(r);**  **std::cout << "Rectangle : " << r.getWidth()**  **<< ", " << r.getHeight() << std::endl;**  **}** | **Rectangle : 10, 30**  **Rectangle : 3, 4** |

Deriving the square from the rectangle makes this obvious.  Note the error message from **set**:

|  |  |
| --- | --- |
| **// Liskov Substitution Principle - Square from Rectangle**  **// liskov\_square\_\_.cpp**  **#include <iostream>**  **class Rectangle {**  **double width;**  **double height;**  **public:**  **virtual void setWidth(double w) { width = w; }**  **virtual void setHeight(double h) { height = h; }**  **double getWidth() const { return width; }**  **double getHeight() const { return height; }**  **};**  **class Square : public Rectangle {**  **public:**  **void setWidth(double s) {**  **Rectangle::setWidth(s);**  **Rectangle::setHeight(s);**  **}**  **void setHeight(double s) {**  **Rectangle::setWidth(s);**  **Rectangle::setHeight(s);**  **}**  **};**  **void set(Rectangle& r) {**  **r.setWidth(3);**  **r.setHeight(4);**  **if(r.getWidth() \* r.getHeight() != 12)**  **std::cerr << "\* volume isn\'t 12 \*\n";**  **}**  **int main() {**  **Square s;**  **s.setWidth(20.0);**  **std::cout << "Square : " << s.getWidth() << std::endl;**  **Rectangle r;**  **r.setWidth(10.0);**  **r.setHeight(30.0);**  **std::cout << "Rectangle : " << r.getWidth()**  **<< ", " << r.getHeight() << std::endl;**  **set(s);**  **std::cout << "Square : " << s.getWidth() << std::endl;**  **set(r);**  **std::cout << "Rectangle : " << r.getWidth()**  **<< ", " << r.getHeight() << std::endl;**  **}** | **Square : 20**  **Rectangle : 10, 30**  **volume is not 12**  **Square : 4**  **Rectangle : 3, 4** |

When creating a derived class causes a change to the base class, this is a sign that the design is probably faulty.

**EXERCISES**

* Complete the practice problem in the Handout on [Abstract Base Classes](https://ict.senecacollege.ca/~oop345/pages/handouts/h20.html).
* Read Robert Martin on [The Liskov Substitution Principle](http://web.archive.org/web/20151128004108/http:/www.objectmentor.com/resources/articles/lsp.pdf)